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1. Introduction

Perf is the memory usage estimating part of Maisa. The estimations it makes are based on UML diagrams that represent the programme being analysed. UML diagrams that are used are class diagrams, activity diagrams and collaboration diagrams. An activity diagram can be associated with one or more class diagrams and a class diagram with one ore more activity diagrams. In addition, there may be sub-activity diagrams in the nodes of activity diagrams.

Three kinds of execution paths can be found from the graphs: 

·  The shortest path is the one that has the smallest lower bounded memory usage estimate.

·  The longest path is the one that has the biggest upper bounded memory usage estimate.

·  The typical path is the one that is most probable. A probability is calculated for each execution path. (This feature is not functional in this version of Perf.)

Perf can make three interesting estimates regarding memory usage for each of these paths. Depending on the settings made by the user, the result can contain one or more of the following kinds of estimates [ZHE01]:

·  The lower bounded memory usage estimate takes into account only the objects created on the heap.

·  The upper bounded memory usage estimate is calculated assuming no created objects are ever destroyed during the execution of the programme.

·  The combined memory usage estimate is made taking into account the static objects, heap objects and stack objects. Thus it is made of both heap- and non-heap objects. 

2. Making a memory usage estimation

A memory usage estimation for an activity diagram can be made as follows: open a project by selecting File – Open – Project/Diagram in Maisa's main window. A project is a directory where all its files (diagrams) are stored. You can also open all the necessary diagrams that are needed for the calculation separately. The necessary diagrams for a calculation are one activity diagram, one or more collaboration diagrams and one or more class diagrams. Next you must select the measures and metrics that you want calculated. This is explained in section 2.1. Also default files for user-defined class sizes and attribute type sizes are needed for a calculation. Creating these is explained in chapter 3. Once created and set, the default size files are there so the steps for creating and setting them need not necessarily be taken again. Finally, the calculation is started by selecting an activity diagram from the diagram list and then selecting Run – Measure in Maisa's main window.

2.1. Settings

Selection of the paths to be found and the estimates to be calculated for each path is made by ticking the appropriate boxes in the Measures Et Metrics –window.
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2.2. Results
The results of the calculation are displayed in Maisa’s main window. According to the settings made by the user before starting the calculation the wanted metrics are displayed in textual format after the measurement.

3. Editing class/object sizes and attribute type sizes

Class and attribute sizes of can be edited in a separate window that can be opened by right-clicking said diagram in the project list, and selecting ‘Edit sizes’. The window that opens has two tabs – one for editing class sizes (the sizes for whole classes) and additional sizes given to classes (used when calculating the size of the class from its fields), and one for editing attribute type sizes.

3.1. Class sizes

The tab for class sizes has a table where the sizes are displayed, a menu for selecting the size info file that is opened for editing and buttons for the functionality of the window.
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Opening a size file for editing

When the window opens, the size info from the default class size file (defined in preferences) is displayed in the table. The drop-down file menu can be used to select a file that is wanted for editing. Once the file is chosen from the menu, the size information is displayed in the table.

Editing sizes

The sizes can be edited in the table by selecting a cell and then typing. The names of the classes should not be edited, because then the collection of classes does not represent the diagram it was created for anymore. However, you can create new size information files where you add the classes yourself if needed.

Saving changes

The changes can be saved by pressing the ‘Save’-button. If a new file is being created, the user is prompted for a file name to be used for saving the size information.

Creating a new size file

A new size file can be created by first selecting ‘<new class file>’ from the file menu, which clears the table, and then typing classes and their sizes in the table. You can also leave the table empty. When the sizes are ready, the new file can be saved by pressing ‘Save’, which opens a pop-up window where the user is prompted for a name for the file. If a name of an already existing file is given, the old file will be overwritten.

Setting the default class size file

The class size file that is currently displayed can be set as the default class size file by pressing the ‘Set as default’-button.

3.2. Attribute type sizes

The ‘Attribute Type Sizes’-tab similarly has a table of sizes. Size information from the default attribute type size file is displayed when the window is opened. New attribute type size files can be created by the user, but new attributes cannot be added by hand. Perf adds these to the default file when it finds new attribute types during calculation.
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Opening a size file for editing

See 3.1.

Editing sizes

See 3.1. You cannot add attributes by hand, Perf adds them to files. If you enter size information to the table without attribute names, it will be ignored when saving. The column for attribute names is not editable.

Saving changes

The changes can be saved by clicking the ‘Save’-button.

Creating a new size file

You can create a new attribute type size file by selecting ‘<new attribute file>’ from the file menu. You cannot add any attributes or their sizes in it, because these are added by Perf when it is traversing the graphs while performing calculations and comes across an attribute type which is not yet in the default attribute type size file. 

Setting the default attribute type size file

The file that is currently displayed can be set as the default file for attribute type sizes by clicking the ‘Set as default’-button.
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