Fig 1: Acks of Acks trigger False fast rexmit, resulting in
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Fig 2. Acks of acks create unnecessary packets and A . B
add to the network load for no actual reason .
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Fig 3 a) F-RTO correctly detects spurious RTO Fig 3 b) Extra DupAck breaks F-RTO detection
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